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# **1. Постановка задачи**

Необходимо реализовать программные средства формирования электронной цифровой подписи на примере алгоритма ГОСТ 3410*.*

**ЗАДАНИЕ:**

1. Изучить теоретические сведения.
2. Реализовать программное средство формирования и проверки ЭЦП на базе алгоритма ГОСТ 3410.

# **2. Теоретическая сведения**

В стандарте *ГОСТ 3410* используется хэш-функция ГОСТ 3411, которая создает хэш-код длиной 256 бит. Это во многом обуславливает требования к выбираемым простым числам p и q:

р должно быть простым числом в диапазоне

2509 < p < 2512либо 21020 < p < 21024

q должно быть простым числом в диапазоне 2254 < q < 2256

q также должно быть делителем (р-1).

Аналогично выбирается и параметр g.

При этом требуется, чтобы gq (mod p) = 1.

В соответствии с теоремой Ферма это эквивалентно условию в *DSS*,

что g = h(p-1)/q mod p.

Закрытым ключом является произвольное число х: 0 < x < q

Открытым ключом является число y: y = gx mod p

Для создания подписи выбирается случайное число k: 0 < k < q

Подпись состоит из двух чисел (r, s), вычисляемых по следующим формулам:

r = (gk mod p) mod q

s = (k H(M) + xr) mod q

Обратим внимание на отличия *DSS* и *ГОСТ 3410*.

1)                Используются разные хэш-функции: в *ГОСТ 3410* применяется отечественный стандарт на хэш-функции ГОСТ 3411, в *DSS* используется SHA-1, которые имеют разную длину хэш-кода. Отсюда и разные требования на длину простого числа q: в *ГОСТ 3410* длина q должна быть от 254 бит до 256 бит, а в *DSS* длина q должна быть от 159 бит до 160 бит.

2)                По-разному вычисляется компонента s подписи.

В *ГОСТ 3410* компонента s вычисляется по формуле:

s = (k H(M) + xr) mod q

В *DSS* компонента s вычисляется по формуле:

s = [k-1 (H(M) + xr)] mod q

Последнее отличие приводит к соответствующим отличиям в формулах для проверки подписи.

Получатель вычисляет w = H(M)-1 mod q

u1 = w s mod q

u2 = (q-r) w mod q

v = [(gu1 yu2) mod p] mod q

Подпись корректна, если v = r.

Структура обоих алгоритмов довольно интересна. Заметим, что значение r совсем не зависит от сообщения. Вместо этого r есть функция от k и трех общих компонент открытого ключа. Мультипликативная инверсия k (mod p) (в случае *DSS*) или само значение k (в случае ГОСТ 3410) подается в функцию, которая, кроме того, в качестве входа имеет хэш-код сообщения и закрытый ключ пользователя. Эта функция такова, что получатель может вычислить r, используя входное сообщение, подпись, открытый ключ пользователя и общий открытый ключ.

В силу сложности вычисления дискретных логарифмов нарушитель не может восстановить k из r или х из s.

Другое важное замечание заключается в том, что экспоненциальные вычисления при создании подписи необходимы только для gk mod p. Так как это значение от подписываемого сообщения не зависит, оно может быть вычислено заранее. Пользователь может заранее просчитать некоторое количество значений r и использовать их по мере необходимости для подписи документов. Еще одна задача состоит в определении мультипликативной инверсии k-1 (в случае *DSS*). Эти значения также могут быть вычислены заранее.

## **Хэш-функция ГОСТ 3411-94**

Алгоритм *ГОСТ 3411* является отечественным стандартом для хэш-функций. Длина хэш-кода, создаваемого алгоритмом *ГОСТ 3411*, равна 256 битам. Алгоритм разбивает сообщение на блоки, длина которых также равна 256 битам. Кроме того, параметром алгоритма является стартовый вектор хэширования *Н* - произвольное фиксированное значение длиной также 256 бит.

***Алгоритм обработки одного блока сообщения***

Сообщение обрабатывается блоками по 256 бит справа налево.

Каждый блок сообщения обрабатывается по следующему алгоритму.

1.           Генерация четырех ключей длиной 256 бит каждый.

2.           Шифрование 64-битных значений промежуточного хэш-кода H на ключах Ki(i = 1, 2, 3, 4) с использованием алгоритма ГОСТ 28147 в режиме простой замены.

3.           Перемешивание результата шифрования.

Для генерации ключей используются следующие данные:

∙                промежуточное значение хэш-кода Н длиной 256 бит;

∙                текущий обрабатываемый блок сообщения М длиной 256 бит;

∙                параметры - три значения С2, С3 и С4 длиной 256 бит следующего вида: С2 и С4 состоят из одних нулей, а С3 равно

18 08 116 024 116 08 (08 18)2 18 08 (08 18)4 (18 08)4

где степень обозначает количество повторений 0 или 1.

Используются две формулы, определяющие перестановку и сдвиг.

Перестановка Р битов определяется следующим образом: каждое 256-битное значение рассматривается как последовательность тридцати двух 8-битных значений.

Перестановка Р элементов 256-битной последовательности выполняется по формуле y = φ(x), где x - порядковый номер 8-битного значения в исходной последовательности; y - порядковый номер 8-битного значения в результирующей последовательности.

φ(i + 1 + 4(k - 1)) = 8i + k ; i = 0 ÷ 3, k = 1 ÷ 8

Сдвиг А определяется по формуле

A (x) = (x1  x2) || x4 || x3 || x2

Где

|  |
| --- |
| xi - соответствующие 64 бита 256-битного значения х, |
| || обозначает конкатенацию. |

Присваиваются следующие начальные значения:

i = 1, U = H, V = M.

W = U V, K1 = Р (W)

Ключи K2, K3, K4 вычисляются последовательно по следующему алгоритму:

U = A(U)  Сi, V = A(A(V)),  W = U  V,  Ki = Р(W)

Далее выполняется шифрование 64-битных элементов текущего значения хэш-кода Н с ключами K1, K2, K3 и K4. При этом хэш-код Н рассматривается как последовательность 64-битных значений:

H = h4 || h3 || h2 || h1

Выполняется шифрование алгоритмом ГОСТ 28147:

si = EKi [hi]    i = 1, 2, 3, 4

S = s1 || s2 || s3 || s4

Наконец на заключительном этапе обработки очередного блока выполняется перемешивание полученной последовательности. 256-битное значение рассматривается как последовательность шестнадцати 16-битных значений. Сдвиг обозначается Ψ и определяется следующим образом:

|  |
| --- |
| η16 || η15 || ... || η1 - исходное значение |
| η1η2η3η4η13η16 || η16 || ... || η2 - результирующее значение |

Результирующее значение хэш-кода определяется следующим образом:

Χ(M, H) = ψ61 (H   ψ (M  ψ12(S)))

где

|  |
| --- |
| H - предыдущее значение хэш-кода, |
| М - текущий обрабатываемый блок, |
| Ψi - i-ая степень преобразования Ψ. |

Входными параметрами алгоритма являются:

∙                исходное сообщение М произвольной длины;

∙                стартовый вектор хэширования Н, длина которого равна 256 битам;

∙                контрольная сумма Σ, начальное значение которой равно нулю и длина равна 256 битам;

∙                переменная L, начальное значение которой равно длине сообщения.

Сообщение М делится на блоки длиной 256 бит и обрабатывается справа налево. Очередной блок i обрабатывается следующим образом:

1.           H = Χ(Mi, H)

2.           Σ = Σ  ' Mi

3.           L рассматривается как неотрицательное целое число, к этому числу прибавляется 256 и вычисляется остаток от деления получившегося числа на 2256. Результат присваивается L.

Где ' обозначает следующую операцию: Σ и Mi рассматриваются как неотрицательные целые числа длиной 256 бит. Выполняется обычное сложение этих чисел и находится остаток от деления результата сложения на 2256. Этот остаток и является результатом операции.

Самый левый, т.е. самый последний блок М' обрабатывается так:

1.           Блок добавляется слева нулями так, чтобы его длина стала равна 256 битам.

2.           Вычисляется Σ = Σ  ' Mi.

3.           L рассматривается как неотрицательное целое число, к этому числу прибавляется длина исходного сообщения М и находится остаток от деления результата сложения на 2256.

4.           Вычисляется Н = Χ(М', Н).

5.           Вычисляется Н = Χ(L, Н).

6.           Вычисляется Н = Χ(Σ, Н).

Значением функции хэширования является Н.

# **3.Пример работы программы**

![](data:image/png;base64,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)

# **4. Код программы**

from os import urandom  
from hashlib import sha1  
from codecs import getdecoder  
from codecs import getencoder  
  
  
\_hexdecoder = getdecoder("hex")  
\_hexencoder = getencoder("hex")  
  
def hexdec(data):  
 return \_hexdecoder(data)[0]  
  
def hexenc(data):  
 return \_hexencoder(data)[0].decode("ascii")  
  
  
def modinvert(a, n):  
 if a < 0:  
 return n - modinvert(-a, n)  
 t, newt = 0, 1  
 r, newr = n, a  
 while newr != 0:  
 quotinent = r // newr  
 t, newt = newt, t - quotinent \* newt  
 r, newr = newr, r - quotinent \* newr  
 if r > 1:  
 return -1  
 if t < 0:  
 t = t + n  
 return t  
  
def bytes2long(raw):  
 return int(hexenc(raw), 16)  
  
  
def long2bytes(n, size=32):  
 res = hex(int(n))[2:].rstrip("L")  
 if len(res) % 2 != 0:  
 res = "0" + res  
 s = hexdec(res)  
 if len(s) != size:  
 s = (size - len(s)) \* b"\x00" + s  
 return s  
  
class GOST3410Curve(object):  
 def \_\_init\_\_(self, p, q, a, b, x, y, e=None, d=None):  
 self.p = p  
 self.q = q  
 self.a = a  
 self.b = b  
 self.x = x  
 self.y = y  
 self.e = e  
 self.d = d  
 r1 = self.y \* self.y % self.p  
 r2 = ((self.x \* self.x + self.a) \* self.x + self.b) % self.p  
 if r1 != self.pos(r2):  
 raise ValueError("Invalid parameters")  
 self.\_st = None  
  
 def pos(self, v):  
 if v < 0:  
 return v + self.p  
 return v  
  
 def \_add(self, p1x, p1y, p2x, p2y):  
 if p1x == p2x and p1y == p2y:  
 t = ((3 \* p1x \* p1x + self.a) \* modinvert(2 \* p1y, self.p)) % self.p  
 else:  
 tx = self.pos(p2x - p1x) % self.p  
 ty = self.pos(p2y - p1y) % self.p  
 t = (ty \* modinvert(tx, self.p)) % self.p  
 tx = self.pos(t \* t - p1x - p2x) % self.p  
 ty = self.pos(t \* (p1x - tx) - p1y) % self.p  
 return tx, ty  
  
 def exp(self, degree, x=None, y=None):  
 x = x or self.x  
 y = y or self.y  
 tx = x  
 ty = y  
 if degree == 0:  
 raise ValueError("Bad degree value")  
 degree -= 1  
 while degree != 0:  
 if degree & 1 == 1:  
 tx, ty = self.\_add(tx, ty, x, y)  
 degree = degree >> 1  
 x, y = self.\_add(x, y, x, y)  
 return tx, ty  
  
 def st(self):  
 *"""Compute s/t parameters for twisted Edwards curve points conversion  
 """* if self.e is None or self.d is None:  
 raise ValueError("non twisted Edwards curve")  
 if self.\_st is not None:  
 return self.\_st  
 self.\_st = (  
 self.pos(self.e - self.d) \* modinvert(4, self.p) % self.p,  
 (self.e + self.d) \* modinvert(6, self.p) % self.p,  
 )  
 return self.\_st  
  
def public\_key(curve, prv):  
 *""" Generate public key from the private one"""* return curve.exp(prv)  
  
  
def sign(curve, prv, digest):  
 *""" Calculate signature for provided digest"""* size = 64  
 q = curve.q  
 e = bytes2long(digest) % q  
 if e == 0:  
 e = 1  
 while True:  
 k = bytes2long(urandom(size)) % q  
 if k == 0:  
 continue  
 r, \_ = curve.exp(k)  
 r %= q  
 if r == 0:  
 continue  
 d = prv \* r  
 k \*= e  
 s = (d + k) % q  
 if s == 0:  
 continue  
 break  
 return long2bytes(s, size) + long2bytes(r, size)  
  
  
def verify(curve, pub, digest, signature):  
 *""" Verify provided digest with the signature"""* size = 64  
 if len(signature) != size \* 2:  
 raise ValueError("Invalid signature length")  
 q = curve.q  
 p = curve.p  
 s = bytes2long(signature[:size])  
 r = bytes2long(signature[size:])  
 if r <= 0 or r >= q or s <= 0 or s >= q:  
 return False  
 e = bytes2long(digest) % curve.q  
 if e == 0:  
 e = 1  
 v = modinvert(e, q)  
 z1 = s \* v % q  
 z2 = q - r \* v % q  
 p1x, p1y = curve.exp(z1)  
 q1x, q1y = curve.exp(z2, pub[0], pub[1])  
 lm = q1x - p1x  
 if lm < 0:  
 lm += p  
 lm = modinvert(lm, p)  
 z1 = q1y - p1y  
 lm = lm \* z1 % p  
 lm = lm \* lm % p  
 lm = lm - p1x - q1x  
 lm = lm % p  
 if lm < 0:  
 lm += p  
 lm %= q  
 # This is not constant time comparison!  
 return lm == r  
  
  
def prv\_unmarshal(prv):  
 *"""Unmarshal private key"""* return bytes2long(prv[::-1])  
  
  
def pub\_marshal(pub):  
 *"""Marshal public key"""* size = 32  
 return (long2bytes(pub[1], size) + long2bytes(pub[0], size))[::-1]  
  
  
def pub\_unmarshal(pub):  
 *"""Unmarshal public key"""* size = 32  
 pub = pub[::-1]  
 return (bytes2long(pub[size:]), bytes2long(pub[:size]))  
  
  
def uv2xy(curve, u, v):  
 *"""Convert twisted Edwards curve U,V coordinates to Weierstrass X,Y"""* s, t = curve.st()  
 k1 = (s \* (1 + v)) % curve.p  
 k2 = curve.pos(1 - v)  
 x = t + k1 \* modinvert(k2, curve.p)  
 y = k1 \* modinvert(u \* k2, curve.p)  
 return x % curve.p, y % curve.p  
  
  
def xy2uv(curve, x, y):  
 *"""Convert Weierstrass X,Y coordinates to twisted Edwards curve U,V"""* s, t = curve.st()  
 xmt = curve.pos(x - t)  
 u = xmt \* modinvert(y, curve.p)  
 v = curve.pos(xmt - s) \* modinvert(xmt + s, curve.p)  
 return u % curve.p, v % curve.p  
  
curve = GOST3410Curve(  
 p=bytes2long(hexdec("FFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFD97")),  
 q=bytes2long(hexdec("FFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFF6C611070995AD10045841B09B761B893")),  
 a=bytes2long(hexdec("FFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFD94")),  
 b=bytes2long(hexdec("00000000000000000000000000000000000000000000000000000000000000a6")),  
 x=bytes2long(hexdec("0000000000000000000000000000000000000000000000000000000000000001")),  
 y=bytes2long(hexdec("8D91E471E0989CDA27DF505A453F2B7635294F2DDF23E3B122ACC99C9E9F1E14")),  
)  
  
def main():  
 prv\_raw = urandom(32)  
 prv = prv\_unmarshal(prv\_raw)  
 pub = public\_key(curve, prv)  
 print("Public key: %r" % hexenc(pub\_marshal(pub)))  
 data\_for\_signing = b"some data"  
 dgst = sha1(data\_for\_signing).digest()  
 signature = sign(curve, prv, dgst)  
 verify(curve, pub, dgst, signature)  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

# **5. Вывод**

Криптографическая стойкость первых стандартов цифровой подписи ГОСТ 3410 была основана на задаче дискретного логарифмирования в мультипликативной группе простого конечного поля большого порядка. Начиная с ГОСТ Р 34.10-2001 стойкость алгоритма основана на более сложной задаче вычисления дискретного логарифма в группе точек эллиптической кривой. Также стойкость алгоритма формирования цифровой подписи основана на стойкости соответствующей хеш-функции.